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Abstract: In model-driven user interface development, several models are used to describe different aspects of user interface when level of detail varies. The relations between the models are established through model transformations. The Model Driven Engineering (MDE) approach has been proposed in software engineering domain in order to provide techniques and tools to deal with models in the automated way. In this paper, we will review existing user interface languages that gain wider acceptance, and discuss their applicability for model-driven user interface development.
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1. INTRODUCTION

Model-driven user interface development (MDUID) uses models to describe static and dynamic system properties on different levels of abstractions, and applies
transformations of one model to another. Model Driven Architecture (MDA) is an official proposal for system specification and interoperability based on the use of hierarchically organized formal models [1]. However, Human-Computer Interaction (HCI) community still has not reached general consensus on models for engineering user interfaces. Therefore, classical MDA-approaches have been lacking solid foundation for user interface development, although some UI development methodologies have been aligned with the OMG (Object Management Group) standards, as for example the UML-based architecture Wisdom [2] and an MDA compliant environment around UsiXML-based tools [3]. The Cameleon Reference Framework [4] proposes types of UI models for different levels of abstractions, namely the task model, the abstract user interface (AUI) model, the concrete user interface (CUI) model and the final user interface (FUI). As in the MDA, transformation tools are used to move from one layer of abstraction to another or to adapt these models to different contexts of use. In practice, we can find a number of approaches for model-driven user interface development. Each of them is specific in terms of involved models, their underlying structure and tools for their manipulation. Here we can speak about different languages used for UI description and transformations between UI models, namely UIDL (User Interface Description Language) and UITL (User Interface Transformation Language).

For this reason, we will review several technologies and discuss their applicability for MDUID. This paper proposes a comparative survey of languages for MDUID with the emphasis on UITLs. The goal of the paper is not to identify the best technology for UI development, but to analyse existing languages and help UI designers to choose the most suitable technology in the specific context of development.

The paper is organized as follows. Section 2 reviews existing UIDLs. Section 3 describes previous works in the field of MDUID and gives a comparative survey on UITLs. Section 4 concludes the paper.

2. USER INTERFACE DESCRIPTION LANGUAGES

User interface description languages are closely related to programming styles and can be divided in two categories – declarative and imperative. Declarative languages indicate what to show on user interface, while imperative tell how to show user interface component. The key advantage of declarative programming is that you just say what you want, and leave it to an automatic tool to figure out how to produce it. That contrasts with conventional imperative programming, where the programmer has to say, step-by-step, how to reach the desired state. Current declarative languages commonly take forms of markup specifications such as HTML, XML and related languages. Imperative languages include conventional programming languages such as procedural, object-oriented and script languages. Using particular user interface description language is determined by the purpose and application domain of the software system, and also depends on individual preferences of user interface developer. Web environment usually imposes usage of declarative languages. This assumes the existence of an automatic algorithm, built into every web browser, that constructs the user interface from particular language specification. Desktop environments mainly use imperative languages for user interface construction. The latest trend in development of user interface description languages is a hybrid solution where presentation elements of the interface are described by using declarative constructions, while behavior is defined in imperative blocks. In this way, it is
possible to achieve a consistent view and behavior across various Web and desktop platforms. Two most prominent examples of hybrid approach to user interface description language specification are Adobe FLEX and Microsoft WPF (Windows Presentation Foundation) technologies.

Several UIDLs have been developed in last two decades. Most of them are XML-based. As pointed out in [5], the main reasons for emergence of these UIDLs are:

- Capturing the requirement for user interface as an abstract definition which remains stable across variety of platforms. Stability refers to interaction semantics.
- Design of a single user interface for multiple devices and platforms.
- Improvement of reusability of user interface.
- Support to evolution, extensibility and adaptability of user interface.
- Automated generation of a user interface code.

In the rest of the section, we give a short description of user interface description languages used in both commercial and scientific research domains.

2.1. Declarative languages

Current subsection gives review of the existing declarative languages for user interface description.

**Hypertext**

The basic idea behind hypertext is to create a document read not necessarily linearly but with special connections (i.e. hyperlinks) built in the document’s content that enable immediate shift to various resources such as pictures and other documents. However, from its beginning hypertext did not attain widespread use until the advent of the World Wide Web (WWW) system by Berners-Lee and HTML (HyperText Markup Language) in 1990s. HTML was the first commercial hypertext language specification. Some of the elements of the success of the WWW are the simplicity and accessibility of the HTML language used to design web pages, the ease of making pages accessible on the Web, and the embedding of pictures with the text. Convenient tools, called Web browsers, have built in mechanisms for Web page rendering providing access to many of the existing network resources. Programmers use a very simple HTML textual specification to design Web pages. Since the initial proposal up to now, various improvements of the HTML specification have been made in order to achieve more flexibility and capabilities in authoring of web pages.

**XUL**

The XML User Interface Language (XUL) is an XML-based markup language for description of user interfaces. It is mainly used by the Mozilla Foundation in their products like the Firefox browser or Thunderbird mail client. However, it is increasingly popular in the area of Web applications. For desktop application Java XUL rendering components exist, which allow the usage of XUL for Java applications. XUL is used by several projects involved in development of context-sensitive user interfaces for mobile [6].
XIML

XIML (eXtensible Interface Markup Language) is a language for presentation and manipulation with data related to human-computer interaction, i.e. interaction data [7]. These data include user tasks, domain objects, dialog elements and presentation elements. In this way, it is possible to create user interface models on different abstraction levels. UIFin [8] presents user interface development tool which uses XIML. Tool employs declarative models of user interfaces. User interface development models are separated in two layers – design layer and executable layer. Design models are written in XIML. These models describe semantics of human-computer interaction. Using XSL transformation tools, they are converted into executable models written in commercial declarative languages such as MXML and XAML. So, it is possible to integrate the tool with existing development environments like Adobe Flex Builder and Microsoft Visual Studio.

UIML

UIML (User Interface Markup Language) is declarative user interface language aimed to create platform-independent user interfaces [9]. Platform independence realization is based on using CSS (Cascading Style Sheets) libraries. Language specification assumes the existence of tags for connecting with application logic components. Since it was initially proposed, the language has been constantly improved in order to increase platform independence [10]. MONA project [11] presents software platform for development of multimodal services for mobile devices. Generic user interface descriptions are written in UIML, and then transformed in platform-specific languages such as HTML and VoiceXML.

UsiXML

USIXML (USer Interface eXtensible Markup Language) [12] is a user interface description language built to develop context-sensitive user interfaces. The language is described with several metamodels where each describes particular aspect of user interface according to CAMELEON reference framework for development of context-sensitive user interfaces [4]. This way, it is possible to specify models of user interfaces on different abstraction levels. In addition, transformation model is introduced to enable establishing relations between different models of user interfaces. For the sake of clarity and simplicity, here we describe concrete user interface model. This model presents hierarchical decomposition of concrete interaction objects (CIOs) and relations among them. CIO is defined as a user interface entity perceived by users. Each CIO can be further refined into subtypes suitable for specific modalities (such as visual or auditory). Transformations between different models of user interfaces are realized as graph transformations [29]. In order to enable seamless tool support in development process of context-sensitive user interfaces, a number of tools based on USIXML has been proposed (Fig. 1).
COMMERCIAL DECLARATIVE LANGUAGES

MXML (Macromedia eXtensible Markup Language) [13] is a user interface description language developed at Adobe company, and intended to be used in RIA (Rich Internet Applications). Main features of RIA system are rich multimedia content and intensive interaction with end users. MXML is used in combination with ActionScript object-oriented language for definition of application logic. This technology has broad user community, and is used in large number of research and commercial projects [14].

XAML (Microsoft eXtensible Markup Language) is a user interface description language developed used in Microsoft’s technologies suite [15], [16].

DOMAIN SPECIFIC DECLARATIVE LANGUAGES

PUC (eng. Personal Universal Controller) presents an abstract device for remote control of household appliances [17]. This is accomplished by appropriate user interface that enable communication between devices. Prior to communication, description of appliances’ functionalities is provided using specific language. Based on given description, compatible user interface is automatically generated and used to send control signals to remoted device , and to get feedback information about device’s status. In order to describe functionalities of devices, which can be found in household, specification of declarative language is developed. This specification covers around thirty most common household devices, including mobile and sensing devices controlled with voice commands. Upon given abstract devices’ descriptions, graphical and speech interfaces are generated, which can be deployed on handheld computers, smartphones and desktop computers. The details of language specification can be found in [17].

Latest SOA (Service-Oriented Architecture) environments integrate rich set of interactive software applications. These environments comprise large number of interactive devices with various applications encapsulated and presented to end users as a set of Web services. The appearance of Web services for interactive applications requires development of suitable interfaces to access them. MARIA (Modelbased lAnguage foR Interactive Applications) is declarative language for user interface description of Web
services [18]. The language is used for the development of multiplatform user interfaces while integrating Web services’ annotations. It is model-based and has modular structure. This implies the existence of platform-independent metamodel for abstract description of user interface and a number of derived platform-specific metamodels. Abstract description is independent of interaction resources, while concrete description is determined by modality type (in concrete case visual or auditory). Abstract and concrete user interface models are described with XML schemas. Transformations are realized in XSLT, and supported by a set of visual designers. More details about the language can be found in [18].

2.2. Imperative languages

This section discusses imperative languages for user interface description. The following text gives brief and comprehensive survey of these languages and the related tools classified as:

- Window tools and event languages,
- Component systems,
- Object-oriented languages.

The proposed survey presents succinct and modified user interface tools history appearing elsewhere [19].

WINDOWS TOOLS AND EVENT LANGUAGES

One of the main reasons why windows user interface paradigm has been successful is because it helps to manage scarce resources. These include both resources of the computer (e.g., limited number of pixels) and human perceptual and cognitive resources (such as limited visual field, and attention of a user). By allowing the user to control a set of overlapping display objects, the display can be made to suit the focus and attention of the user’s task. By paying careful attention to the properties of humans, overlapping windows effectively overcome the limited resources of both available screen space, and human attention and visual field. A number of windows user interface tools provide facilities for drawing and displaying update (an output model) and accepting user input (an input model). Early forms of these tools evolved into interactive graphical tools that allow interactive components to be placed by using a mouse to create windows and dialog boxes. Examples include Microsoft Visual Studio, NetBeans, Eclipse and others. An important reason for the success of interactive user interface tools has been their use of visual means to express concepts of user interface. By allowing interactive specification of user interface elements (rather than conventional programming code), aspects of interface implementation are made available to those who are not programmers.

Event programming models assume that the occurrence of each significant event (such as user input action) is placed in an event record data structure (often simply called an event). These events are then sent to individual event handlers which contain the code necessary for a proper respond to concrete action. Event languages have been successful because they match well to the direct-manipulation graphical user interface style. These systems generate events for each user action with the mouse and keyboard, directed to the appropriate application which then must respond.
COMPONENT SYSTEMS

Component systems follow the idea of creating software systems by dynamically combining independently written and compiled components. Later on, this idea was realized in commercial systems such as Sun JavaBeans and Microsoft OLE and ActiveX. One of the main reasons for wide adoption of component model is its ability of modular application development and usage of existing components, while providing complex functionalities and integration capabilities.

OBJECT-ORIENTED LANGUAGES

From its origins, development of object-oriented programming paradigm has been strongly related to user interface research. Interactions between these fields are mutual. For example, Smalltalk programming language is developed with the aim to ease the development of interactive graphical tools; C++ gain popularity with the need for programming of graphical user interfaces for Windows operating system. Object-oriented programming naturally fits in with development of graphical user interfaces. User interface components, like buttons and menus, are treated as visible objects with their own state, as well as operations enabling state change. This corresponds to object definition in object-oriented systems.

3. MODEL-DRIVEN USER INTERFACE DEVELOPMENT

Introducing variety of new technologies leads to more and more complex interactive systems design. In order to describe these interactive systems, HCI domain uses specific models and tools. On the other hand, the MDE approach provides techniques and tools for dealing with models in an automated way in order to generate executable software. MDE approach is based on models, meta-models and model transformations and aims to increase productivity of software development. In this section, we contribute comparative survey of UITLs. However, prior to this, the overview of the history of model-driven user interface tools is given.

3.1. Model driven user interface tools

In the early 1980’s, the concept of a user interface management system (UIMS) was an important area in user interface software research community [19]. A UIMS allows designers to specify interactive behavior in a high-level UIDL that abstracts the details of input and output devices. This specification would be automatically translated into an executable program or interpreted at run time to generate a standard implementation of the user interface. The choice of a UIDL model and methods is a key ingredient in the design and implementation of a UIMS. The goal of user interface management systems was not only to simplify the development of user interfaces but also to promote consistency across applications as well as the separation of user interface code from application logic. However, with standardization of user interface elements, in the late 1980’s, on the desktop paradigm, user interface developers were seeking effective and ergonomic mechanisms to control the user interface look and behavior. Thus, although a promising concept, the UIMS approach has been challenged in practice [19].
Subsequently, in the last decade, proliferation of new devices and HCI techniques required next generation user interfaces. UI developers were facing new challenges similar to those GUI developers had been faced with in the early 1980’s. Thus, as part of the user interface research community effort to address these challenges, the concept of MDUID reemerged as a promising approach. In addition, significance of model-driven approaches came from practical reasons. Large scale user interfaces composed of different technologies were difficult to implement and maintain. In that regard, detailed models of user interface can benefit implementation and maintenance of processes. Another important incentive to use model-driven principles in user interface software research was the need for device-independent user interfaces. In this sense, significant efforts were made in constructing tools for automatization of user interface development for various platforms.

When talking about MDUID, we can notice several generations of these systems. First generation followed the principle of abstracting components in graphical user interfaces (GUIs). At that time, UI development was based on identifying relevant aspects of visual type of communication [20]. Next generation tried to include end user factors in user interface development process. This was achieved by describing HCI semantics at high abstraction level where task models were introduced as formal descriptions of user goals when interacting with software system [21]. The emergence of new devices and interaction techniques, especially mobile ones, brought new challenges facing user interface research community. An important issue was to preserve usability of user interface across various platforms and interaction styles. A number of researches were devoted to multiplatform user interfaces by identifying relevant information contained in the corresponding models (and languages) [10], [12], [22], [18]. Model-based approaches have initiated official recommendations in the field1, as well as their adoption by the industry2. Nevertheless, the existence of specific, non-standardized languages and tools hampers their integration in standard methodologies for software development.

Current MDE approaches mostly rely on UML (Unified Modeling Language) notation to describe models [23]. UML is widely adopted industrial standard used in a large number of software engineering fields and with rich tool support. On the other hand, HCI field has brought specific notations for describing user interfaces such as task models before UML had been proposed. With the advent and the acceptance of UML, existing notations for user interface descriptions were shaped in UML setting. Thus far, several UML models for user interface description were introduced [24], [25], [26].

3.2. User interface transformation languages

Model-driven engineering of user interfaces assumes that various models describe different aspects of user interface. Relations between these models are established through model transformations. In this way, development of user interfaces can be seen as transformation chain that starts with models at high level of abstraction and ends with executable versions of user interface. An extensive taxonomy of model transformation approaches has been proposed in [27]. Variability of semantics between

---

1 W3C Working Group For Model-based User Interfaces, [http://www.w3.org/2005/Incubator/model-based-ui/](http://www.w3.org/2005/Incubator/model-based-ui/)
different models, their formats and tools caused various transformational approaches in context of model-driven development of user interfaces. Some of them operate directly upon models, while others work with their derived formats. Some are integrated in models, while others are applied externally. Finally, some of them are editable and modifiable, while others are integrated in tools and cannot be modified. Therefore, in the following sections, we discuss existing transformation tools used for model-driven development of user interfaces. At the end of the section, we give comparison of described transformational approaches against selected set of criteria.

**GRAPH TRANSFORMATIONS**

GT (Graph Transformations) presents a formal, declarative approach for transformations of models with a structure of directed graph [28]. UsiXML is a candidate language to use this type of transformation. The models formed with UsiXML are based on graphs and therefore, the model mappings of UsiXML are specified with graph transformations consisting of a set of transformation rules [12], [29]. Each rule consists of a Left Hand Side (LHS) matching a graph G, a Negative Application Condition (NAC) not matching G and a Right Hand Side (RHS) which is the result of the transformation. Transformation is performed by searching LHS templates in source model and replacing found matchings with RHS, while taking into account NAC. The main limitation of the approach is that it requires models with underlying structure of graph.

**ATL**

ATL (Atlas Transformation Language) is a hybrid language for transformations of UML models [30]. In this sense, the user can choose whether to use pure declarative features of language, or to employ additional imperative. The declarative approach is realized by the system of matching rules, where a source pattern is described through a set of source types and constraints on provided types. The target pattern is specified in similar way by specifying a set of target types together with a set of bindings used to initialize the target types’ features. Declarative aspect offers pretty straightforward way to specify transformation rules. However, it may be difficult to specify more complex rules. In this case, ATL provides imperative constructions organized in action blocks. These blocks can be added to declarative rules, or even call external code for transformation logic. ATL is a good candidate for model transformations according to the following arguments: an open-source software, large user community, a solid developer support and rich knowledge base of model transformations [31].

**TXL**

TXL is designed as a general purpose transformation language [32]. Among other things, it allows transformations of programming languages since it is not confined to any source or target format. In general, the language comprises the following specifications:

- Specification of a structure to be transformed based on grammars.

TXL is intended to transforming models which have syntax tree structure. This is the case of most of the programming languages.
4DML

4DML (Four-Dimensional Markup Language) is a transformation language originally proposed for Web content adaptation to users with special needs [33]. Unlike TXL, 4DML allows transformation of a model with matrix structure. Transformation rules are specified in declarative style by defining source/target pattern matchings. Usage of 4DML may be complicated in case of models organized as trees or graphs, since their conversion to matrix-like structure is not a straightforward task.

UIML Transformations

An important feature of UIML is its capability to define connections to the backend logic, and to provide mappings to other UIML instances or target languages. Therefore, language specification includes transformation features that define explicit mappings of UIML primitives to target format constructs. Separate section defines connections to the application logic. In particular, specification prescribes mappings to VoiceXML and HTML formats. However, these mappings are not necessarily restricted to XML formats, but may also be defined for other languages, e.g., Java. Considering UIML’s mapping technique based on explicit matches to target format primitives, it can be seen as declarative. The obvious advantage of the UIML approach is that user interface definition and transformation are specified in the same language. On the other hand, transformation rules are too simple to support more complex transformation tasks.

XSLT

XSLT (eXtensible Stylesheet Language Transformations) is a language for transforming the XML input to textual (in most case XML) output [34]. The input of an XSLT is a XML document. The output is XML, or other textual format. In this way, XSLT can be used to generate documents written in languages different from XML. Transformation is comprised of templates rules. Each rule includes matching pattern, construction element (template) and additional optional attributes. Matching pattern consists of expressions evaluated against currently processed node of input XML document. Transformation executes starting from document’s root node and continues until each node is traversed and processed according to specified rules. When a pattern is matched, the template is recursively executed and target element is generated. Considering rules processing, XSLT provides constants, variables and literals together with conditions, iterations, recursion and sorting as control structures. In addition, XSLT offers a powerful set of built-in string functions for advanced text processing. While the XSLT transformation mostly follows declarative style, it also allows imperative constructs such as conditions, iterations and recursion. Therefore, the language can be considered to be a hybrid.

GAC

GAC (General Adaptation Component) language has been proposed in order to improve adaptation of Web components [35]. Unlike other transformation languages, GAC works with contextual data to control the adaptation process. In this regard, GAC underlying architecture is based on RDF (Resource Description Framework) language for declarative description of Web resources. The language is able to process only HTML and XML-based documents. In this sense, we can talk about adaptation rather than
transformation process. GAC configuration embraces set of adaptation rules with associated conditions. Adaptation rules enable update, deletion, substitution and separation of source model’s elements. GAC approach can be considered to be imperative, since the rules provide explicit instructions and operations to execute when condition holds.

**RDL/TT**

RDL/TT (Rule Description Language for Tree Transformation) is a language for context-sensitive transformations of XML-based user interfaces [36]. In case of RDL/TT, term context-sensitivity primarily refers to adaptation of Web content to various devices. The language resembles Java syntax to define transformation rules which handling XML document’s tree. Transformation rules follow source/target pattern matching style. An important feature is the use of variables for storing contextual information, thus allowing different transformation directions dependent on varying preferences or target devices. Transformation rules are specified in an imperative manner providing control structures like loops and branches together with a set of extensible predefined functions.

**TRANSFORMATION LANGUAGES REVIEW**

Table 1 gives comparative survey of described languages for UI models transformation. At first, the programming model is considered. Distinction between declarative and imperative style is important from developer’s familiarity viewpoint. However, it is not always possible to make a clear distinction between these approaches. In this way, many languages combine both styles in order to increase expressiveness and gain UI developers’ acceptance. Further, we examined the UIs’ transformation abstraction levels. In other words, we looked at capabilities of model-to-model (M2M) and model-to-code (M2C) transformations. Another important aspect is the ability of complex transformations with nonlinear mappings between elements of source and target models. The capability to extend transformation language while keeping its underlying syntax and semantics is of the key importance in UI development for different domains of use. In the end, existing tool support may be practical reason to decide whether to use a specific transformation language.

<table>
<thead>
<tr>
<th>Language</th>
<th>ATL</th>
<th>GT</th>
<th>TXL</th>
<th>4DML</th>
<th>XSLT</th>
<th>GAC</th>
<th>UIML</th>
<th>RDL</th>
</tr>
</thead>
<tbody>
<tr>
<td>Property</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Declarative</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>-</td>
<td>+</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Imperative</td>
<td>+</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>+</td>
<td>+</td>
<td>-</td>
<td>+</td>
</tr>
<tr>
<td>Model-To-Model Transformation</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>-</td>
<td>+</td>
<td>+</td>
</tr>
<tr>
<td>Model-To-Code Transformation</td>
<td>+</td>
<td>-</td>
<td>-</td>
<td>+</td>
<td>-</td>
<td>+</td>
<td>-</td>
<td>+</td>
</tr>
<tr>
<td>Complex Transformations</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>-</td>
<td>+</td>
<td>+</td>
</tr>
<tr>
<td>Extensibility</td>
<td>+</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>+</td>
</tr>
<tr>
<td>Tool support</td>
<td>+</td>
<td>+</td>
<td>-</td>
<td>+</td>
<td>+</td>
<td>-</td>
<td>-</td>
<td>+</td>
</tr>
</tbody>
</table>
Looking at M2M transformation capabilities, we can generally claim that each language is capable of performing it. However, only ATL, GT and XSLT are really designed for it. TXL and 4DML require transformed models conforming to specific structure, i.e. BNF grammar and matrix structure, respectively. UIML is not designed to be a transformation language, but explicit mappings to specific platforms are part of a language specification. With respect to code generation ability, we can denote TXL, 4DML, UIML, XSLT and ATL. In general, ATL is not designed to generate code; however, certain solutions have already been proposed [37]. With the exception of UIML, all other languages support complex mappings. UIML provides linear one-to-one mappings. Considering the ability to extend the language with additional functionalities, ATL and RDL are good candidates. ATL is described with UML metamodel. In this way, language can be easily extended by assigning additional concepts to existing metamodel. With regard to developers’ facilities, ATL distinguishes from other approaches since its use has been extensively supported in EMF (Eclipse Modeling Framework) suite.

In summary, the choice of the UITL largely depends on the models, their representation and the target application’s domain. Sometimes, a combination of transformation approaches is preferable, where several transformation systems are used at different abstraction levels. Many of the UML tools have the ability to export models in XMI (eXtensible Metadata Interchange) format used for information exchange [38]. This can improve integration at tool level during model-driven user interface development process.

4. CONCLUSION

The goal of this paper is to give a survey of user interface languages in order to help the HCI community choose some of UI technology. Considering existing results in the UI domain, there is a growing need for the MDE approach and languages. With respect to modeling, UI designers use a lot of domain specific models such as task models. However, these models are more descriptive and less productive (concentrated on generative power). Transformations allow to produce new models from existing ones, but also to generate code from models. We can consider two types of transformations, those that generate different models (more general, a file conforming to specific structure that can be manipulated by design tool) and those that produce code (a text file that can be compiled or interpreted by running platform).

Based on these needs, we gave a comparative survey of several UITLs with regard to selected set of criteria. The survey was organized according to the criteria we identified as important for MDUID with the purpose of providing a comprehensive overview of UITLs. These criteria include programming style (declarative vs. imperative), M2M transformation capability, M2C transformation capability, ability to design complex transformations, language extensibility, and tool support.

With respect to the variety of the development tasks, it is difficult to definitely recommend or dismiss one of the compared languages, which provide different strengths and weaknesses for different applications. Nevertheless, some conclusions can be drawn from this comparison.

In terms of UIDLs, there are a number of languages which allow describing domain-specific user interfaces. In terms of UITLs, there is no standard language to be used, but it is important to know the type of transformations language supports, and to
specify if language can be extended in order to meet the requirements of application’s domain. Moreover, it is important to know the format of the generated models in order to identify the kind of tools to manipulate them. In this sense, the user interface research community has to incorporate the proposed standards that MDE is using nowadays. We hope this survey will be useful to any HCI designer who wants to select the most suitable UI technology according to the specific requirements.
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