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Abstract. During the past few years the notion of the Web of Things (WoT) as a collection of innovative ideas and technologies, is emerging as a compelling way for businesses to provide value-added services to fulfill their clients’ needs. By creating virtual counterparts of a number of real life objects, whose functionality can be accessed through simple RESTful service operations, an abundance of physical services can complement the existing services provided by an enterprise. This however can complicate things in matter of selection and composition of services for end-users. As a result, a need for new filtering techniques arises that can identify both physical and virtual services and provide value added mashups, based on personalized and QoS-based criteria. In this work, we propose a framework in order to address this issue, integrating a Multicriteria Decision Analysis method, in order to create customized QoS-based service mashups.
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1. Introduction

The WoT, as an extension to the Internet of Things (IoT), has recently gained wide attention, as it promises a plethora of benefits introduced by the IoT, along with the easiness of use of well-known Web standards. These standards are used in order to enable the communication and interoperation between Web Services (WS) and real-world objects, which can provide access to their operations through simple RESTful calls. In order to accomplish a connection to such an object, or thing, all that is needed is a simple URL that will give access to the virtual representation of the object. This visual representation can be in the form of a Web page that can occasionally provide access to services corresponding to the item in regard. Taking advantage of the well-established Internet’s architecture and protocols, it is possible to facilitate a network of virtual representations of objects, which can be implemented with the integration of sensors and small sized servers (smart gateways) [8]. Instead of relying on SOAP-based WS, the notion of the WoT proposes the usage of the well-known HTTP protocol and standards that emerge from Web 2.0 [25]. In WoT, HTTP is used as an application protocol [18], thus making it ideal for adopting and applying RESTful services. These services can provide access to the functionality of the virtual representation of a “smart” physical object (one equipped with sensors and can access the net) by using URIs and a set of HTTP methods (GET, POST, PUT, DELETE). Thus data can be exchanged between “smart things”, typically in JSON, Atom or XML format. This enables the
handling of these virtual representations by service clients that are compatible with the HTTP protocol, such as Web browsers.

Apart from their operational characteristics, WS have a number of QoS attributes that are not directly connected to the operation of the service, nevertheless play a pivotal role during the WS selection process as they refer to characteristics (security, effectiveness, etc.), that are of fundamental importance especially in business-centric compositions. The above apply for both WS-* and for RESTful compositions. Especially in the case of REST and consequently in WoT environments, these compositions result in value added services in the form of Web2.0 mashups. In this work, we focus on QoS-based and personalized Web Service compositions in WoT scenarios. There is an abundance of Web Services available, which makes it difficult for end-users and enterprises to find the services that better suit their specific needs. In addition, when considering the plethora of services provided by the representation of physical objects in WoT scenarios, it is easily understandable that this issue escalates even more. While the operational logic of a service is the primary concern for users and enterprises, since there is plethora of available options that could eventually comply, the composition of WS into more value added services can be affected by QoS criteria. When two or more services have the same properties regarding the operations they perform, the end-user or the composition engine makes the selection based on QoS criteria. Using a technique from the field of operational research, and in particular Analytic Hierarchy Process (AHP), which is an acknowledged multi criteria decision analysis approach, the aforementioned values and weights can produce vectors, thus enabling an engine capable to compare such vectors (using AHP), to produce a personalized QoS composition, that will differ for each end user. In the proposed framework, users can receive personalized compositions of services in real time by providing their needs in the form of a list of weights of QoS criteria.

2. Service Architecture for the Web of Things

During the past decade, many enterprises have shifted their focus towards the use of WS, and in more particular WS-* services, in order to take advantage of the growing opportunities provided by the constant evolution and adoption of the Internet [28][45]. Nowadays though, with the shift to the Web 2.0, there is a trend towards the adaptation and usage of the more flexible and scalable REST services. With the advent of the IoT and the WoT paradigms, the need to shift to RESTful WS is even greater as they are an integral part of the aforementioned paradigms [43]. Nevertheless, WS-* services are still preferred for dynamic compositions in e-commerce transactions that require business level decisions (based on the orchestration and choreography of services) [31].

While it is of great importance to create virtual counterparts for smart devices, and “things” which exist in the physical world, the true innovation in the WoT paradigm is in moving a step forwards: from just having a simple informative Web page for each individual thing or device, to the abstraction of WS provided from those devices discoverable and reachable through the HTTP protocol. In this way, “things” can be considered as resources exploitable by these WS. But the question that rises is which of the aforementioned WS architecture is preferable and better suited in fulfilling the needs in communication and interoperation between smart devices, and composition of value
added services [14]. In order to facilitate the resolution of this concern we further analyze the two dominant paradigms.

2.1. **Soap Based Web Services (WS-*)**

WS-* services are based on the exchange of messages through Simple Object Access Protocol (SOAP) envelops which, as a transmission medium, enables the interoperability of servers and clients based on remote procedure call (RPC) methods. In order to reveal the operations provided by a WS and to describe its interface, Web Service Description Language (WSDL) files are being used. WSDL files describe the type of inputs allowed and type of outputs expected, using parameters such as time parameters (current time and date, time that a service stays accessible), the general set of operations and effects that the invocation produces. All the aforementioned details are stored in a general registry where clients and services can discover them. While WS-* services are considered very reliable, currently the trend is towards the stateless RESTful WS, partly due to the complexity of developing and monitoring SOAP-based Web Services.

2.2. **Representational State Transfer (REST)**

Representational State Transfer (REST) is a service-oriented architecture for distributed systems [12]. REST defines specific architectural principles on designing WS, based on resources and their representations, allowing loosely coupled systems to interoperate. While resources can be every possible information, or concept, representations are the document or format that presents the resource or its current state. A number of representations can be provided for a single resource. Most common representations are simple HTML pages, XML formatted pages and JSON files.

The main idea behind REST is that services can be easily accessed through a Universal Resource Identifier (URI), and that the different states of the resources are exclusively addressed and transferred over HTTP, using specific HTTP verbs. Every RESTful WS, provides access to resources and their representations, through URIs. Unlike the UDDI repository provided in WS-* services, clients can only identify and interact with services knowing their URIs.

3. **Composing Web Services**

3.1. **Service Composition**

Soap-based and RESTful architectures differ significantly on how they manage the composition of services into value-added services for business processes [36]. WS-* service compositions are based on the Business Process Execution Language (BPEL). It is an XML based language that enables the description of business processes. BPEL...
defines the interactions between services and the service composition engines. BPEL presents the invocation order and handles information regarding the state of a service.

On the other hand, RESTful service compositions are usually handled as Web 2.0 mashups. A Web mashup, is a Web application or a Web page which usually uses application programming interfaces (APIs) in order to blend information from multiple sources to create compelling services.

While Web 2.0 mashups are considered popular method for the composition of RESTful WS [13], other alternatives exist. It is possible to create value-added services using an extension to BPEL (proposed in [32]) or through the use of JOpera tool [33], which is an eclipse plugin. JOpera is indeed a promising alternative, although it is in fact a remote procedure call-oriented in nature tool.

As more and more embedded devices (like smartphones and sensor equipped appliances) will be apply to provide their functions as services online, and an abundance of real objects will essentially become a part of ambient spaces (AS) (interoperating and communicating over TCP/IP networks), the need to create value-added services by composing numerous embedded-device enabled services, including if possible traditional WS, is growing exponentially.

3.2. Mashups

3.2.1 Physical-Virtual Mashups

These mashups regard the composition of services provided not only from traditional Web-based services (virtual services) but from services provided by embedded devices and physical objects in the real world. Physical services enable enterprises, end users or other smart devices to interact with the embedded devices by sending HTTP requests [26]. Compelling services can be provided by the composition of physical-virtual services in mashups where for example information regarding energy consumption in various appliances in an enterprise can be presented on an interior map service.

3.2.2 Physical-Physical Mashups

Such mashups are created by composing functions provided as services solely by embedded devices with data provided by real world objects. Sensors can communicate through mini-servers, named Smart Gateways [40], without the need for programmers to develop deep knowledge on their architecture, as all functions can be accessed through direct HTTP calls. Applications of such mashups include the cooperation between sensors in the production line of enterprises, where for example the increase of temperature in a specific manufacturing machine can result in a message exchange between the machine and the air ventilation and air condition management systems, and to an executive employee for monitoring purposes.

3.2.3 Business Intelligence Mashups

Business Intelligence Mashups regard to web application that effectively integrate a number of their own business-specific local applications and information with resources provided by external WS, in value-added services [20]. In order to achieve Business
Intelligence Mashups, occasionally Business logic semantics should be involved into the composition, resulting in the need of BPEL-based orchestration and WS-* protocols. It is crucial to consider a dynamic adaptation to arising user needs and requirements in real-time. In more detail, available WS should be added, altered or removed dynamically in order to respond to the rapid business-environment changes and QoS requirements.

4. The Analytical Hierarchy Process

The Analytical Hierarchy Process (AHP) is a multi-criteria decision analysis methodology proposed by Saaty [35], in 1980. It is an approach aiming at organizing data for proper decision making, which can seamlessly process both qualitative and quantitative data [21]. AHP has been used in an abundance of applications related with decision-making, in various fields such as process planning, optimal selection between alternatives, resource allocations and resolution of conflicts [30].

The afore-mentioned methodology consists of four steps [6]: i) Designing the hierarchy of the components of the problem, as seen in Fig.1 ii) Setting the priority of the criteria, by inputting pairwise comparisons, while using an ordinal scale from 1 to 9 iii) Ranking all the options according to the aforementioned pairwise comparisons iv) Providing an overall relative score for each alternative. As a result, AHP receives as inputs a number of different measures, weights and criteria and allows the computation of a single value, representing a unique and overall score.

In this work, we will use AHP in order to evaluate the optimal service mashup, based on criteria and their appropriate weights, given by the end user, regarding QoS characteristics. In addition user evaluations will also be taken into consideration, thus combining two selection methodologies that are rarely used in conjunction in modern literature: selection based on external evaluation and selection based on user’s criteria.

![Fig. 1. The hierarchy in AHP, in a QoS-based composition example](image-url)
In order to ensure that selections satisfy the business logic requested by the end-users, meaning both the operational/functional features of the WS and the QoS-based features, we will provide a framework in section 6. In this framework describe the selection process of both the RESTful and SOAP-based services, the integration of user weights and external evaluation and the application of the AHP steps mentioned above in this context, using values that occur after the aforementioned integration.

5. Related Work

The AHP method has been successfully applied in many fields, in order to address issues regarding optimization based on criteria. In [7], the methodology is used in order to identify the ranking of software versions, based on specific metrics. In addition a comparison of AHP and another method named Data Envelopment Analysis (DEA) is performed, and both yield similar results, thus confirming the methods validity. In [1], researchers applied the AHP method, as a multi-criteria evaluation approach employed in a scenario where multiple alternatives where compared regarding environmental loading, and calculate the weighting factors of impact categories in life cycle impact assessment. In [11] researchers apply AHP in order to compare different database designs and select the optimal one. Closer to our case study are the results of [2], where AHP has been applied in order to identify key locations between alternatives, with the highest potential for successfully selling clothes in a retail store. The importance of weighted criteria in user-based selections is demonstrated. Nevertheless we believe that in Web 2.0 environments, the aforementioned study can be enhanced, using evaluations from other users, something we integrated in our approach.

In modern literature, a number of researchers have applied Multicriteria Decision Analysis algorithms in order to rank services based on their QoS characteristics. In [39] researchers have created a QoS-based ontology for SOAP-based Web Services, adopting AHP as a general mechanism in order to evaluate services. While it offers promising results, in our approach we try to implement the AHP methodology in a composition of both WS-* services and RESTful services, under the context of the WoT. In [22] they apply another MCDA methodology in order to enable a composition engine to automatically select the optimal WS, based on QOS criteria. In conjunction they also apply the Analytical Network Process (ANP) in order to find intercorreletions between QoS characteristics. This is an interesting approach but we consider it outside the scope of our research. In addition as PROMETHEE does not apply pair wise comparisons, it is not as suitable as AHP for highly personalized service selections. In [5], the authors apply an alternative approach by examining QoS characteristics in hospital web sites, by taking advantage of differentiation of AHP, namely the Fuzzy AHP.

Regarding the field of the WoT notions, modern literature sheds light to the importance of integrating WS, as they provide the means to enforce scalability and interoperability in a plethora of applicable areas, while in addition they are a well-accepted standard in WoT scenarios. So, in our opinion they outperform other related similar approaches. Nevertheless, while the WoT promises state of the art, and pioneering solutions, many challenges rise, which are tackled in recent research topics, regarding the discovery of physical and virtual WS, the effective and efficient
interoperation of smart devices and real world objects and the composition of Web mashups to provide enhanced Web applications. Stirbu et al. in [37], propose an approach for integrating devices to the Web, through REST principles while focusing on the discovery of services created by embedded devices, while in [15], a set of requirements are presented for the efficient querying and discovering of services that can be applied to virtual services as well as services from the function of physical objects. Those include the Minimal Service Overhead, Minimal Registration Effort, Support for Dynamic and Contextual Search and Support for On-Demand Provisioning.

Guinard et al. in [16] describe an interesting application of the WoT notions, as they present a schema of home appliances creating a mashup, presenting their energy consumption, giving users the ability to monitor and lower their energy demands, based on Smart Gateways. In [24] a smart gateway approach is presented in order to handle the requirements of Cyber-physical systems, by exploiting Restful principles. On the other hand, Akribopoulos et al. in [3] present an architecture of smart objects that expose their functions as WS, without the need of Smart Gateways. This is a compelling approach, since the sensor-equipped devices can instantly issue HTTP-based requests, though the exchange of messages is more complicated. Duquennoy et al. in [9], [10] present Smews, an embedded Web server to enable the transformation of physical objects to service providers, providing support of multiple in-flight packets while handling several simultaneous TCP connections. In a nutshell, they describe efficient tiny embedded Web servers that request minimal volatile memory.

Guinard et al. in [17] attempt to formalize design parameters, and illustrate how applications can be built on top of the RESTful oriented architecture. Ostermaier et al. in [29] demonstrate the appliance of well-known Web infrastructures in publishing services and data by sensors and objects. They present Dyser, a real-time search engine for the devices, capable to find real-world entities, based on the state they exhibit during a query. Mayer et al. in [27] illustrate the use of a semantic discovery service for Web-enabled smart things, named DiscoWoT, which allows users, to dynamically alter the method of finding representations of resources at run-time. On a different perspective, Zhong et al. in [46], propose the notion of the Wisdom Web of Things based on the data cycle, namely “from things to data, information, knowledge, wisdom, services, humans, and then back to things”, to allow harmonious interaction between human, societies, and smart things.

While service mashups is a relatively new approach in creating value-added services, it has attracted attention both from researchers and from enterprises. In [44] a framework for QoS-based mashups is presented, adopting skyline approaches and adaptive Particle Swarm Optimization. Nevertheless, in contrast to our approach, the weights inserted in QoS characteristics by the end-user are limited to a sum of values, where in our approach, the application of AHP allows users to insert pairwise comparisons for each criterion regarding each alternative. This results in a higher level of personalization for the end-user. In [19] the WTE+ framework for automated service mashups, based on QoS characteristics is described. It is a business-centric framework that enables enterprises to automatically create and monitor mashups, without the need of human intervention, based on planning algorithms and exhibits promising results. The main differentiation compared to our approach is that the focal point of our methodology is the end-user, to whom we provide the means for a custom selection and composition. A more user-oriented approach is the work presented in [4], as well as the metamodel for composite end-user based Web mashups, presented in [34]. Early work
findings in [42] also highlight the ever-growing need for QoS-oriented frameworks for the development of user-centric mashups.

6. Customized QoS-based selection and composition

While RESTful services are nowadays widely spread and a majority of enterprises provide such services, they lack the complexity and business rule handling that can be found in WS-* services. As a result in our composition framework we decided not to omit SOAP based services. Nevertheless, when taking into account the abundance of physical services that can be provided in WoT related scenarios, which can solely be accessed through RESTful operation calls, and, in addition, the emerging Web2.0 technologies that are associated with the WoT, it is easily understandable that our primal focus in composition techniques constitute of Web2.0 mashups. As it is possible to integrate SOAP based services, or simple calls to invoke such services into mashups (e.g., see http://www.ibm.com/developerworks/xml/library/x-mashups.html) [38] and since mashups are commonly constructed on the client’s side, usually through a browser, they provide a compelling and highly personalized value added service.

Based on the principles of the social web, where evaluations, comments and feedback on products and services are more than ever reachable, more and more WS users rely on evaluations provided by other users that have previously used a service. The benefits of this approach coming from the Web2.0 are unparalleled [23], and thus cannot be omitted in WoT scenarios. In order to comply with the above, it is necessary for the composition engine to additionally provide a series of evaluations by users or enterprises that have already used a specific service. These are distinct evaluations of each criterion. Provided this evaluation is not in the form of a single value, but is analyzed in sub categories (according to the predefined QoS criteria categories), we propose the inclusion of criteria specific evaluations by users in the widely adopted service discovery model. These evaluations can be retrieved by the composition engine and matched with entries in the WS repositories.

6.1. Framework Description

We propose a framework consisting of:

1) UsQoS – A list of initial QoS criteria requested by the user.
2) ProvQoS – A list of values for certain QoS criteria (provided-oriented criteria), such as privacy awareness, offered by the service providers. These are fixed values that represent a kind of self-evaluation for their services.
3) EvQoS – A list of values for certain QoS criteria (user-oriented criteria), not necessarily identical with providers-oriented criteria (e.g. response time) offered by other users (e.g. users’ evaluation / fame).
4) UserWeights – A list of values-weights that the end user gives, that correspond to his needs in terms of QoS criteria (UsQoS, ProvQoS or EvQoS).
As will be analyzed below, in our approach the selection of the criteria weights is a two-step process. Initially, a selection of suitable SOAP-based services is taken place in Global Repository, based on their functional features and according to pure operational requirements. Furthermore, the user selects a number of QoS-based criteria that she requests from a service provider. In addition, as we will discuss below, the user provides her weights. As a result the composition engine returns a number of services that comply with the required business logic (expressed by both functional and QoS-based criteria). The returned services might comply with all or with a number of the QoS-based criteria, but in addition could also provide several other criteria, apart from the ones entered before, that the end-user should also consider.

6.2. Implementation

Our methodology consists of a number of phases. The first phase regards the input of the functional requirements. The next two phases regard the selection of the criteria weights, while the final phases include the implementation of the AHP methodology. It should be noted that while AHP only accepts numerical values for the criteria evaluations, linguistic selections can also be provided through normalization. This results in a more user-friendly approach, as the choices can be part of a Likert scale, which especially in user-oriented criteria can be presented as linguistic expressions.

Phase 1:
The end-user provides her functional requirements, regarding the operations he requests in the final mashup. The composition engine returns a number of WS that correspond to the user’s needs.

Phase 2:
The user inputs a number of QoS criteria (UsQoS), from a predefined list of QoS criteria that are registered in the repository, where i=1, 2…n. The user also inputs
pairwise comparison weights (UserWeights) for her choices. For example for UsQoS
where \(i = 3\) the user may provide the following preferences:

\[
((\text{UsQoS}_1, \text{UsQoS}_2, \text{PwC}_{12}), (\text{UsQoS}_2, \text{UsQoS}_3, \text{PwC}_{23}), (\text{UsQoS}_1, \text{UsQoS}_3, \text{PwC}_{13}))
\]

Based on the weights, and following the principles of the AHP methodology an
initial Eigenvector is being calculated, which clearly indicates which criteria are the
most important for the user. In addition the user selects how strict the composition
engine should be regarding services that only have a number of the QoS criteria
requested. The returned response, based on the level of strictness, can be in the form:

\[
\text{ProvQoS}_{WS1} = \{(\text{QoS}_1, \text{value}_1), (\text{QoS}_3, \text{value}_3), (\text{QoS}_4, \text{value}_4)\}
\]

\[
\text{ProvQoS}_{WSm} = \{(\text{QoS}_1, \text{value}_1), (\text{QoS}_4, \text{value}_4), (\text{QoS}_6, \text{value}_6)\}
\]

and is a list of \(m\) services that have values assigned by providers (ProvQoS) for some or
all of the requested QoS criteria. Typically, we choose to exclude services that lack the
criteria with the highest eigenvalues.

Phase 3:
The returned list of services can be altered as follows: some criteria may exist in
services returned, that were not taken into account by the user in the previous phase. In
this phase the user may enhance her previous selection, with some of these additional
QoS criteria.

It is of importance to stress that both the ProvQoS and UsQoS are subsets of QoS,
while they represent subjunctive criteria from different perspectives, thus their
intersection equals null.

\[
\text{ProvQoS} \subseteq \text{QoS}
\]

\[
\text{UsQoS} \subseteq \text{QoS}
\]

\[
\text{UsQoS} \cap \text{ProvQoS} = \emptyset
\]

Phase 4:
In any scenario involving Web 2.0 technologies it is of profound importance to
include users’ evaluations. As the inclusion of both custom user weights and external
evaluations, is rarely documented in modern research, we believe that it constitutes a
compelling feature in our proposal. Previous users of the services involved, can leave
evaluations regarding their level of satisfaction. These evaluations are subjunctive and
thus differ from the ProvQoS and UsQoS values. For example the perceived level of
security is a EvQoS characteristic, that differs from the ProvQoS characteristic of
security. In this phase a number of EvQoS are added.

Phase 5:
In this phase AHP is applied. The steps of the methodology are as follows

Step 1
As a result of adding ProvQoS and EvQoS criteria the two dimensional vector needs
to be completed with additional pairwise comparisons in order for the AHP
methodology to be initiated. In an example involving 3 UsQoS, 2 ProvQoS and 2
EvQoS criteria, the two dimensional matrix of pairwise comparisons (PwC) is depicted as follows:

Table 1. Pairwise comparisons matrix

<table>
<thead>
<tr>
<th></th>
<th>PwC_{12}</th>
<th>PwC_{13}</th>
<th>PwC_{14}</th>
<th>PwC_{15}</th>
<th>PwC_{16}</th>
<th>PwC_{17}</th>
</tr>
</thead>
<tbody>
<tr>
<td>PwC_{21}</td>
<td>1</td>
<td>PwC_{23}</td>
<td>PwC_{24}</td>
<td>PwC_{25}</td>
<td>PwC_{26}</td>
<td>PwC_{27}</td>
</tr>
<tr>
<td>PwC_{31}</td>
<td>PwC_{32}</td>
<td>1</td>
<td>PwC_{34}</td>
<td>PwC_{35}</td>
<td>PwC_{36}</td>
<td>PwC_{37}</td>
</tr>
<tr>
<td>PwC_{41}</td>
<td>PwC_{42}</td>
<td>PwC_{43}</td>
<td>1</td>
<td>PwC_{45}</td>
<td>PwC_{46}</td>
<td>PwC_{47}</td>
</tr>
<tr>
<td>PwC_{51}</td>
<td>PwC_{52}</td>
<td>PwC_{53}</td>
<td>PwC_{54}</td>
<td>1</td>
<td>PwC_{56}</td>
<td>PwC_{57}</td>
</tr>
<tr>
<td>PwC_{61}</td>
<td>PwC_{62}</td>
<td>PwC_{63}</td>
<td>PwC_{64}</td>
<td>PwC_{65}</td>
<td>1</td>
<td>PwC_{67}</td>
</tr>
<tr>
<td>PwC_{71}</td>
<td>PwC_{72}</td>
<td>PwC_{73}</td>
<td>PwC_{74}</td>
<td>PwC_{75}</td>
<td>PwC_{76}</td>
<td>1</td>
</tr>
</tbody>
</table>

Step 2

In the next step, the eigenvector is being calculated in order to acquire the ranking of priorities from the two-dimensional matrix. After turning fractions into decimals, according to AHP method we raise the pairwise comparison matrix to the power of two. $X_{ij}$ symbolizes the resulting matrix:

Table 2. The outcome of raising the PwC matrix to the power of two

<table>
<thead>
<tr>
<th>X_{11}</th>
<th>X_{12}</th>
<th>X_{13}</th>
<th>X_{14}</th>
<th>X_{15}</th>
<th>X_{16}</th>
<th>X_{17}</th>
</tr>
</thead>
<tbody>
<tr>
<td>X_{21}</td>
<td>X_{22}</td>
<td>X_{23}</td>
<td>X_{24}</td>
<td>X_{25}</td>
<td>X_{26}</td>
<td>X_{27}</td>
</tr>
<tr>
<td>X_{31}</td>
<td>X_{32}</td>
<td>X_{33}</td>
<td>X_{34}</td>
<td>X_{35}</td>
<td>X_{36}</td>
<td>X_{37}</td>
</tr>
<tr>
<td>X_{41}</td>
<td>X_{42}</td>
<td>X_{43}</td>
<td>X_{44}</td>
<td>X_{45}</td>
<td>X_{46}</td>
<td>X_{47}</td>
</tr>
<tr>
<td>X_{51}</td>
<td>X_{52}</td>
<td>X_{53}</td>
<td>X_{54}</td>
<td>X_{55}</td>
<td>X_{56}</td>
<td>X_{57}</td>
</tr>
<tr>
<td>X_{61}</td>
<td>X_{62}</td>
<td>X_{63}</td>
<td>X_{64}</td>
<td>X_{65}</td>
<td>X_{66}</td>
<td>X_{67}</td>
</tr>
<tr>
<td>X_{71}</td>
<td>X_{72}</td>
<td>X_{73}</td>
<td>X_{74}</td>
<td>X_{75}</td>
<td>X_{76}</td>
<td>X_{77}</td>
</tr>
</tbody>
</table>

Next we compute the sum of rows.

\[
\text{Sum}_i = \sum_{j=1}^{7} X_{ij}
\]

for $i=1,2,...,n$, where $n$ in this scenario is 7 as the number of criteria.

The eigenvector is then calculated based on (2):

\[
\text{EV}_i = \frac{\text{SUM}_i}{\sum_{i=1}^{7} \text{SUM}_i}
\]

The process should be repeated by raising the new two-dimensional matrix ($X_{ij}$) to the power of two and calculating the new eigenvector, until no significant differences are found between the eigenvectors.
Step 3
In the third step a matrix of pairwise comparisons is created for each criteria, each containing comparisons of alternative services in regard to the corresponding criterion. Let the returned services be four, which means that for seven criteria, the result will be 7 square 4x4 matrixes in the form:

Table 3. Indicative pairwise comparison matrix for one criterion

\[
\begin{bmatrix}
WS_1 & WS_2 & WS_3 & WS_4 \\
WS_1 & C_{11} & C_{12} & C_{13} & C_{14} \\
WS_2 & C_{21} & C_{22} & C_{23} & C_{24} \\
WS_3 & C_{31} & C_{32} & C_{33} & C_{34} \\
WS_4 & C_{41} & C_{42} & C_{43} & C_{44}
\end{bmatrix}
\]

Where \( C_{ii} = C_{jj} = C_{kk} = C_{ll} = 1 \). The step is finalized by computing the eigenvector (using relation (1)) for each matrix \((\text{AltEV}_k)\) for \( k=1,2,3,4 \) and thus determine the relative ranking for the alternative services, according to each criterion.

Step 4
Figure 3 shows the result of placing the values of each eigenvector on the AHP hierarchy tree.

![Fig. 3. Applying the Eigenvalues on the hierarchy tree](image)

The final step in the procedure is to calculate the matrix with the alternatives’ ranking \( \text{AR}[i] \), using (3)

\[
\text{AR}[i] = \sum_{j=1}^{7} \text{AltEV}_j[1] \times EV[j]
\]  

The WS with the higher ranking in the \( \text{AR}[i] \) matrix is the optimal service in terms of QoS.
6.3. Case study

The integration of WoT notions is of high interest in scenarios involving e-commerce transactions, through mobile devices, along with the physical presence of the user in a transactional environment. In [41], we have described a plethora of benefits that could be reaped from applying the notions of the WoT in such a context. By the integration of the AHP methodology users can accomplish customized service compositions, as AHP provides the means to apply personalized user weights. In this section we offer a demonstration of the proposed framework, in a scenario involving both RESTful (software-based and physical-based) services and WS-* services. In our example we consider a mall that provides assistance, references and recommendations along with a number of exclusive services, to visitors that use its own application in their smart devices. Visitors receive both physical and software based services. Physical services can be services provided as virtual representations of the functionality of physical objects, for example two similar fridge units in a large retail store providing information regarding the arrival of new products in discount. The software-based RESTful services can be a services provided by the local retail store and is domain specific. For example it can be a service regarding the positioning of certain products in certain areas of the interior map of the store. Finally the WS-* services can be external services from another publisher, that need to be modified in order to be implemented as service calls in the user-generated mashup. Following is an example of an application of our framework

Phase 1:
In the first phase we consider that a user inputs a list of functional requirements, based on her needs, on recommendations received and on joint advertising between stores, and receives a list of five WSi services complying with her needs.

Phase 2:
The user is prompted to select the QoS criteria that she is interested in, along with the pairwise comparison weights for her choices, in the form of \{UsQoS_i, UsQoS_j, PwC_{ij} \}…

In this scenario the user chooses security (UsQoS_1), availability (UsQoS_2), reliability (UsQoS_3) as follows:

\{(Security, Availability - 6), (Security, Reliability - 8), (Reliability, Availability - 2)\}

A list of services that have values assigned by the provider is being produced

ProvQoS_{WS1} = \{( Security, 8), ( Availability, 6), ( Reliability,7), (Capacity,6)\}
ProvQoS_{WS2} = \{( Security, 7), ( Reliability, 6), ( Performance,7), (Robustness,4)\}
ProvQoS_{WS3} = \{( Security, 7), ( Availability, 7)\}
ProvQoS_{WS4} = \{( Security, 9), ( Availability, 8), ( Reliability,7)\}
ProvQoS_{WS5} = \{( Availability,8), ( Performance, 8)\}

WS_5 will be omitted as it lacks values for the most important criteria.

Phases 3, 4:
To reduce complexity we opt not to enhance the previous selection with additional QoS criteria and proceed to the integration of user evaluations. In this case study the
end-users takes into account the weights for user-perceived Security (EvSecurity) and user-perceived Reliability (EvReliability).

Phase 5:

Step 1: After adding the ProvQoS and EvQoS criteria, the two-dimensional pairwise comparison vector must be completed by the end-user. In this scenario the matrix is as follows:

Table 4. Pairwise comparison matrix completed by the user

<table>
<thead>
<tr>
<th>UsQoS1</th>
<th>UsQoS2</th>
<th>UsQoS3</th>
<th>PrvQoS1</th>
<th>PrvQoS2</th>
<th>EvQoS1</th>
<th>EvQoS2</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>6</td>
<td>8</td>
<td>7</td>
<td>9</td>
<td>3</td>
<td>8</td>
</tr>
<tr>
<td>1/6</td>
<td>1</td>
<td>1/2</td>
<td>3</td>
<td>7</td>
<td>1/2</td>
<td>7</td>
</tr>
<tr>
<td>1/8</td>
<td>2</td>
<td>1</td>
<td>5</td>
<td>7</td>
<td>2</td>
<td>5</td>
</tr>
<tr>
<td>1/7</td>
<td>1/3</td>
<td>1/5</td>
<td>1</td>
<td>3</td>
<td>1/2</td>
<td>2</td>
</tr>
<tr>
<td>1/9</td>
<td>1/7</td>
<td>1/7</td>
<td>1/3</td>
<td>1</td>
<td>1/2</td>
<td>1/2</td>
</tr>
<tr>
<td>1/3</td>
<td>2</td>
<td>1/2</td>
<td>2</td>
<td>2</td>
<td>1</td>
<td>3</td>
</tr>
<tr>
<td>1/8</td>
<td>1/7</td>
<td>1/5</td>
<td>1/2</td>
<td>2</td>
<td>1/3</td>
<td>1</td>
</tr>
</tbody>
</table>

Step 2: By converting fractions to decimals and raising to the power of two we formulate the next table

Table 5. The matrix raised to the power of two

| 7.0006 | 38.7631 | 24.7861 | 85.0006 | 159 | 35.6672 | 125.5 |
| 2.644  | 7.001  | 5.5839  | 16.5007 | 43.0003 | 9.8339 | 28.8336 |
| 3.3674 | 12.1318 | 7.0003 | 25.7088 | 58.125 | 13.042 | 44.5 |
| 0.5407 | 2.4208 | 1.6627 | 3.8377 | 7.0007 | 2.0240 | 5.7704 |
| 1.9457 | 8.3817 | 5.9533 | 17.0006 | 36.5006 | 7.0004 | 30.1672 |
| 0.7036 | 2.5551 | 2.0240 | 4.6373 | 9.6921 | 2.7633 | 7.0005 |

Using (1) and (2) the Eigenvector is being calculated, where:

\[ \mathbf{Ev} = [0.4962, 0.1183, 0.1709, 0.0482, 0.0243, 0.1115, 0.0306] \]

Step 3: In this step the user is prompted to enter values for seven matrixes regarding comparisons of alternative services in regard to each of the corresponding seven criterion

Table 6. An indicative criterion matrixes

<table>
<thead>
<tr>
<th>UsQoS1</th>
<th>UsQoS2</th>
<th>UsQoS3</th>
<th>UsQoS4</th>
</tr>
</thead>
<tbody>
<tr>
<td>WS1</td>
<td>1</td>
<td>3</td>
<td>6</td>
</tr>
<tr>
<td>WS2</td>
<td>1/3</td>
<td>1</td>
<td>3</td>
</tr>
<tr>
<td>WS3</td>
<td>1/6</td>
<td>1/3</td>
<td>1</td>
</tr>
<tr>
<td>WS4</td>
<td>1/8</td>
<td>1/6</td>
<td>1/4</td>
</tr>
<tr>
<td>WS5</td>
<td>1/4</td>
<td>1</td>
<td>3</td>
</tr>
<tr>
<td>WS6</td>
<td>1/3</td>
<td>1/3</td>
<td>1</td>
</tr>
<tr>
<td>WS7</td>
<td>1/5</td>
<td>1/7</td>
<td>1/4</td>
</tr>
</tbody>
</table>
Following the procedure demonstrated above we calculate the seven eigenvectors

Step 4: Based on the information collected in the previous steps the final ranking table can be calculated based on (3):
\[ AR = [0.564, 0.263, 0.125, 0.048] \]

The final ranking is presented in Figure 4, along with the overall inconsistency which is within the optimal range. As it can be seen WS\(_1\) is the optimal service based on QoS criteria and the custom values and weights.

![Fig. 4. Service ranking calculated by the Expert Choice Tool](image)

7. Conclusion

The WoT provides an abundance of opportunities for enterprises and end-users. Nevertheless the ever-growing number of services available is exponentially increased as a result of the virtual representations of “smart objects”, that provide functions as services. As a result the selection of stand-alone services, or services to be included in value added compositions, is considered now, more than ever, a challenging task. In this paper we provided a framework for the creation of customized service mashups, by integrating the AHP method. As analyzed above, we chose to implement our framework using an MCDA method, as we intended to provide a methodology for developing more personalized service mashups, based on QoS characteristics. By using AHP, we enable end-users to rate and apply weights to QoS characteristics, based on their preferences. While similar approaches place their focus on the automation and the overall performance of the composition algorithm, they usually neglect the need for personalization in such compositions. In addition, by integrating user evaluations the novelty of our methodology is highlighted, which is the combination of selection methodologies that are rarely used in conjunction in modern literature. Namely these are the selection based on external evaluations and on user’s criteria. In addition, we chose AHP as the preferred MCDA method, as it is considered one of the most reliable MCDA methods, while the generated hierarchy model enables an easier monitoring of the overall decision problem. We strongly believe that apart from a stand-alone methodology, our approach can also be combined with performance-oriented techniques in order to enhance them. We are currently working on combining our approach with the notion of skyline service selection, which is proved to be an efficient methodology for performance based compositions. Thus we aim to add the element of customization without compromising the overall performance.
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